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Работа выполнена: « » \_\_\_\_\_\_\_\_\_\_\_\_20\_\_г.

Преподаватель: доцент каф. 806 Никулин Сергей Петрович

Отчет сдан « » \_\_\_\_\_\_\_\_\_20 \_\_\_ г., итоговая оценка \_\_\_\_\_

Подпись преподавателя \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

* 1. **Тема:** Сортировка и поиск.

1. **Цель работы:** Составить программу на языке Си с использованием процедур и функций для сортировки таблицы заданным методом и двоичного поиска по ключу в таблице.
2. **Задание** (*вариант №* **2**) **:** Метод сортировки: Линейный выбор с подсчетом

Структура таблицы:

**![](data:image/png;base64,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)**

1. **Оборудование** (лабораторное):

ЭВМ \_\_\_\_\_\_\_\_\_\_\_\_\_\_, процессор \_\_\_\_\_\_\_\_\_\_\_\_\_, имя узла сети \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ с ОП \_\_\_\_\_\_\_\_\_\_\_\_\_\_ Мб, НМД \_\_\_\_\_\_\_\_\_\_ Мб. Терминал \_\_\_\_\_\_\_\_\_\_ адрес \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_. Принтер \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Другие устройства

*Оборудование ПЭВМ студента, если использовалось:*

Процессор Intel Core i3 с ОП 4 Гб НМД 128 Гб. Монитор 1920x1080~60Hz

Другие устройства \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

1. **Программное обеспечение (лабораторное):**

Операционная система семейства \_\_\_\_\_\_\_\_\_\_\_, наименование \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ версия \_\_\_\_\_\_\_\_\_\_\_\_\_

интерпретатор команд \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ версия \_\_\_\_\_\_\_\_\_\_\_\_

Система программирования \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ версия \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Редактор текстов \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ версия \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Утилиты операционной системы \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Прикладные системы и программы

Местонахождение и имена файлов программ и данных

*Программное обеспечение ЭВМ студента, если использовалось:*

Операционная система семейства Windows 10

интерпретатор bash

Система программирования Code::Blocks IDE версия 20.03

Утилиты операционной системы gcc start

Прикладные системы и программы

Местонахождение и имена файлов программ и данных на домашнем компьютере \

**6. Идея, метод, алгоритм** решения задачи(в формах:словесной,псевдокода,графической[блок-схема,диаграмма,рисунок,таблица] или формальные спецификации с пред- и постусловиями)

Опишем следующие структуры:

struct str\_int{

int value;

char\* string;

};

struct Node

{

struct str\_int key;

char\* data;

struct Node\* next;

};

struct List

{

struct Node\* head;

int size;

struct Node\* end;

};

В которых хранятся ключ и данные и саму структура Листа

**7. Сценарий выполнения работы** [план работы,первоначальный текст программы в черновике(можно на отдельном листе)итесты либо соображения по тестированию].

Алгоритм программы:

Вводятся строки с ключом, сначала строковая часть ключа, потом целочисленная.

Введенная таблица сортируется.

Далее в ней можно произвести бинарный поиск.

Сравнение происходит лексикографически по строковой части ключа, и если совпадает, то сравнивается целая часть.

**8. Распечатка протокола** (подклеить листинг окончательного варианта программы с тестовыми примерами,подписанныйпреподавателем).

**list.h**

**#ifndef KP9\_LIST\_H**

**#define KP9\_LIST\_H**

**#include "stdio.h"**

**#include <stdlib.h>**

**#include "string.h"**

**#include <stdbool.h>**

**struct str\_int{**

**int value;**

**char\* string;**

**};**

**struct Node**

**{**

**struct str\_int key;**

**char\* data;**

**struct Node\* next;**

**};**

**struct List**

**{**

**struct Node\* head;**

**int size;**

**struct Node\* end;**

**};**

**struct List createList(){**

**struct List list;**

**list.head = NULL;**

**list.size = 0;**

**return list;**

**}**

**typedef struct Node\* ListIterator;**

**void set\_element(struct Node\* \_node, struct str\_int key, char\* data){**

**if (\_node != NULL){**

**\_node->key = key;**

**\_node->data = data;**

**}**

**}**

**void set\_next\_element(struct Node\* \_node, struct Node\* \_next){**

**if (\_node != NULL){**

**\_node->next = \_next;**

**}**

**}**

**bool is\_list\_empty(struct List\* \_list){**

**return \_list->size == 0;**

**}**

**ListIterator end(struct List\* \_list){**

**return \_list->end;**

**}**

**ListIterator begin(struct List\* \_list){**

**if (\_list != NULL && \_list->head != NULL){**

**return \_list->head;**

**}**

**else**

**return end(\_list);**

**}**

**ListIterator next(ListIterator It){**

**return It->next;**

**}**

**ListIterator plus(struct List\* \_list, ListIterator It, int \_n){**

**if (is\_list\_empty(\_list)){**

**return begin(\_list);**

**}**

**ListIterator ansIterator = It;**

**int i = 0;**

**while (i < \_n && next(ansIterator) != end(\_list)){**

**ansIterator = next(ansIterator);**

**++i;**

**}**

**return ansIterator;**

**}**

**int distance(ListIterator \_begin, ListIterator \_end){**

**int ans = 0;**

**ListIterator curIt = \_begin;**

**while (curIt != \_end){**

**++ans;**

**curIt = next(curIt);**

**}**

**return ans;**

**}**

**void increase(struct List\* \_list, ListIterator \_lIt, int \_n){**

**int i = 0;**

**while (i < \_n && \_lIt != end(\_list)){**

**\_lIt = next(\_lIt);**

**}**

**}**

**int getListLength(struct List\* \_list){**

**return distance(begin(\_list), end(\_list));**

**}**

**void pushBack(struct List\* \_list, struct str\_int key, char\* data){**

**struct Node\* newNode = (struct Node\*) malloc(sizeof(struct Node));**

**set\_element(newNode, key, data);**

**if (is\_list\_empty(\_list)){**

**set\_next\_element(newNode, end(\_list));**

**\_list->head = newNode;**

**++\_list->size;**

**return;**

**}**

**struct Node\* lastNode = begin(\_list);**

**while (next(lastNode) != end(\_list)){**

**lastNode = next(lastNode);**

**}**

**set\_next\_element(lastNode, newNode);**

**set\_next\_element(newNode, end(\_list));**

**++\_list->size;**

**}**

**void popBack(struct List\* \_list){**

**ListIterator prevNode = plus(\_list, begin(\_list), \_list->size - 2);**

**if (getListLength(\_list) > 1){**

**ListIterator deletedNode = next(prevNode);**

**free(deletedNode);**

**set\_next\_element(prevNode, end(\_list));**

**--\_list->size;**

**}**

**else if (getListLength(\_list) == 1){**

**free(\_list->head);**

**\_list->head = end(\_list);**

**--\_list->size;**

**}**

**}**

**void printList(struct List\* \_list){**

**printf("list: \n");**

**struct Node\* curNode = begin(\_list);**

**while (curNode != end(\_list)){**

**printf("%s%s\t%d\t", "key: ", curNode->key.string, curNode->key.value);**

**printf("%s%s\n", "data: ", curNode->data);**

**curNode = next(curNode);**

**}**

**printf("\n");**

**}**

**void destroyList(struct List\* \_list){**

**struct Node\* deletedNode = begin(\_list);**

**if (deletedNode == end(\_list)){**

**return;**

**}**

**struct Node\* nextNode = next(deletedNode);**

**while (nextNode != end(\_list)){**

**printf("%s %s\n", deletedNode->data, nextNode->data);**

**free(deletedNode->key.string);**

**free(deletedNode->data);**

**free(deletedNode);**

**deletedNode = nextNode;**

**nextNode = next(nextNode);**

**}**

**free(deletedNode->key.string);**

**free(deletedNode->data);**

**free(deletedNode);**

**}**

**bool tableSorted = false;**

**void linear\_sort(struct List\* \_list){**

**struct Node\* curNode = begin(\_list);**

**while(next(curNode) != end(\_list)){**

**if(strcmp(curNode->key.string, next(curNode)->key.string) > 0){**

**struct Node tmp = { .key = curNode->key, .data = curNode->data };**

**curNode->key = curNode->next->key;**

**curNode->data = curNode->next->data;**

**next(curNode)->key = tmp.key;**

**next(curNode)->data = tmp.data;**

**curNode = begin(\_list);**

**}**

**else if (strcmp(curNode->key.string, next(curNode)->key.string) == 0){**

**if(curNode->key.value > next(curNode)->key.value){**

**struct Node tmp = { .key = curNode->key, .data = curNode->data };**

**curNode->key = next(curNode)->key;**

**curNode->data = next(curNode)->data;**

**next(curNode)->key = tmp.key;**

**next(curNode)->data = tmp.data;**

**curNode = begin(\_list);**

**}**

**else curNode = next(curNode);**

**}**

**else curNode = next(curNode);**

**}**

**tableSorted = true;**

**}**

**struct Node\* get\_Item\_by\_index(ListIterator begin, int index){**

**ListIterator curIterator = begin;**

**for (int i = 0; i < index; i++){**

**curIterator = next(curIterator);**

**}**

**return curIterator;**

**}**

**void ValuebyKey(struct List\* \_list, struct str\_int \_key){**

**int count = 0;**

**struct Node\* curNode = begin(\_list);**

**while (curNode != end(\_list)){**

**if ((strcmp(curNode->key.string, \_key.string) == 0) && (curNode->key.value == \_key.value)){**

**printf("%s%s", "Data by key: ", curNode->data);**

**count += 1;**

**}**

**curNode = next(curNode);**

**}**

**if (count == 0){**

**printf("No data by that key has founded");**

**}**

**}**

**void binarysearch(struct List\* \_list, ListIterator begin, ListIterator end, struct str\_int key){**

**bool element\_found = false;**

**int left = 0;**

**int right = distance(begin, end) - 1;**

**int mid = (distance(begin, end) + 0) / 2;**

**while(left <= right){**

**mid = (left + right) / 2;**

**if (strcmp(key.string, get\_Item\_by\_index(begin, mid)->key.string) == 0 && key.value == get\_Item\_by\_index(begin, mid)->key.value){**

**element\_found = true;**

**printf("%s%d%s", "element found. it's position is ", mid);**

**ValuebyKey(\_list, key);**

**break;**

**}**

**if (strcmp(key.string, get\_Item\_by\_index(begin, mid)->key.string) < 0 ||**

**(strcmp(key.string, get\_Item\_by\_index(begin, mid)->key.string) == 0 && key.value < get\_Item\_by\_index(begin, mid)->key.value)){**

**right = mid - 1;**

**}**

**else left = mid + 1;**

**}**

**if (element\_found == false) printf("%s", "element not found");**

**}**

**#endif //KP9\_LIST\_H**

**main.c**

**#include "list.h"**

**int main(){**

**printf("+ - add el into end of table, s - sort table, ? - search by key\n");**

**struct List list = createList();**

**int symb;**

**while ((symb = getchar()) != EOF) {**

**switch (symb) {**

**case '+': {**

**struct str\_int key;**

**char text[100];**

**char\* data = (char\*) malloc(sizeof(data));**

**char\* string = (char\*) malloc(sizeof(string));**

**int value;**

**fgets(text, 100, stdin);**

**sscanf(text," %s%d%s", string, &value, data);**

**key.string = string;**

**key.value = value;**

**pushBack(&list, key, data);**

**break;**

**}**

**case 'p': {**

**printList(&list);**

**break;**

**}**

**case '-': {**

**popBack(&list);**

**break;**

**}**

**case 's':{**

**linear\_sort(&list);**

**break;**

**}**

**case '?':{**

**struct str\_int key;**

**char text[100];**

**char\* string = (char\*) malloc(sizeof(string));**

**int value;**

**struct Node\* curNode = begin(&list);**

**fgets(text, 100, stdin);**

**sscanf(text," %s%d", string, &value); //ввожу ключ (строка + целое)**

**key.string = string;**

**key.value = value;**

**struct str\_int memory;**

**memory.string = key.string;**

**memory.value = key.value;**

**if(tableSorted) binarysearch((&list), begin(&list), end(&list), memory);**

**free(string);**

**break;**

**}**

**}**

**}**

**destroyList(&list);**

**return 0;**

**}**

**Tests:**

+ - add el into end of table, s - sort table, ? - search by key

+ aaa 23 gogo

+ amm 45 doping

+ amm 13 fugire

+ ffkl 12 automat

+ ffg 34 gorod

+ zzz 5666 podoshvoi

+ zzc 45 v

+ zzc 44 met menia

+ fgh 56 kokoro

p

list:

key: aaa 23 data: gogo

key: amm 45 data: doping

key: amm 13 data: fugire

key: ffkl 12 data: automat

key: ffg 34 data: gorod

key: zzz 5666 data: podoshvoi

key: zzc 45 data: v

key: zzc 44 data: met

key: fgh 56 data: kokoro

s

p

list:

key: aaa 23 data: gogo

key: amm 13 data: fugire

key: amm 45 data: doping

key: ffg 34 data: gorod

key: ffkl 12 data: automat

key: fgh 56 data: kokoro

key: zzc 44 data: met

key: zzc 45 data: v

key: zzz 5666 data: podoshvoi

? amm 13

element found. it's position is 1 Data by key: fugire

? zzz 5666

element found. it's position is 8 Data by key: podoshvoi

? ffg 35

element not found

-

p

list:

key: aaa 23 data: gogo

key: amm 13 data: fugire

key: amm 45 data: doping

key: ffg 34 data: gorod

key: ffkl 12 data: automat

key: fgh 56 data: kokoro

key: zzc 44 data: met

key: zzc 45 data: v

+ - add el into end of table, s - sort table, ? - search by key

+ ahg 23 uu

+ agh 22 uu

+ agh 21 o

+ rrrrt 67 ratata

+ rt 34 rat

+ uoi 34 korotaska

+ jop 67 ioi

+ opo 1 priv

+ opq 1 priv

+ jip 12 povin

p

list:

key: ahg 23 data: uu

key: agh 22 data: uu

key: agh 21 data: o

key: rrrrt 67 data: ratata

key: rt 34 data: rat

key: uoi 34 data: korotaska

key: jop 67 data: ioi

key: opo 1 data: priv

key: opq 1 data: priv

key: jip 12 data: povin

s

p

list:

key: agh 21 data: o

key: agh 22 data: uu

key: ahg 23 data: uu

key: jip 12 data: povin

key: jop 67 data: ioi

key: opo 1 data: priv

key: opq 1 data: priv

key: rrrrt 67 data: ratata

key: rt 34 data: rat

key: uoi 34 data: korotaska

? rt 34

element found. it's position is 8 Data by key: rat

? opo 1

element found. it's position is 5 Data by key: priv

? agh 22

element found. it's position is 1 Data by key: uu

-

p

list:

key: agh 21 data: Ё§╞

key: agh 22 data: uu

key: ahg 23 data: uu

key: jip 12 data: povin

key: jop 67 data: ioi

key: opo 1 data: priv

key: opq 1 data: priv

key: rrrrt 67 data: ratata

key: rt 34 data: rat

? opo 3344

element not found

**9. Дневник отладки** должен содержать дату и время сеансов отладки и основные события(ошибки в сценарии и программе,нестандартные ситуации) и краткие комментарии к ним. В дневнике отладки приводятся сведения об использовании других ЭВМ, существенном участии преподавателя и других лиц в написании и отладке программы.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № | Лаб. | Дата | Время | Событие | Действие по исправлению | Примечание |
|  | или |  |  |  |  |  |
|  | дом. |  |  |  |  |  |
|  |  |  |  |  |  |  |

1. **Замечания автора** по существу работы \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

1. **Выводы**

Я изучила метод линейной сортировки с подсчетом.

Недочёты при выполнении задания могут быть устранены следующим образом: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Подпись студента \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_